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Abstract - This paper introduces an efficient 

framework for producing high and early result 

throughput in multi-join query plans. While most 

previous research focuses on optimizing for cases 

involving a single join operator, this work takes a 

radical step by addressing query plans with multiple 

join operators. The proposed framework consists of 

two main methods, a flush algorithm and operator 

state manager. The framework assumes a symmetric 

hash join, a common method for producing early 

results, when processing incoming data. In this way, 

our methods can be applied to a group of previous 

join operators (optimized for single-join queries) 

when taking part in multi-join query plans. 

Specifically, our framework can be applied by 1) 

employing a new flushing policy to write in-memory 

data to disk, once memory allotment is exhausted, in a 

way that helps increase the probability of producing 

early result throughput in multi-join queries, and 2) 

employing a state manager that adaptively switches 

operators in the plan between joining in-memory data 

and disk resident data in order to positively affect the 

early result throughput. Extensive experimental 

results show that the proposed methods outperform 

the state-of-the-art join operators optimized for both 

single and multi-join query plans. 

Index Terms – Hash-merge join, RPJ, PMJ. 

I. INTRODUCTION 

Design of traditional join algorithm is based on 

assumption that all input data is available before 

join operation. Those algorithms are very useful to 

produce overall query result, but they are not 

suitable for applications that require result 

immediately. Some new non-blocking join 

algorithm suitable for such application like; i) when 

input data arrives in online environment ii) user is 

interested in first few result, rather than waiting for 

complete result. 

In this paper we propose a new efficient non-

blocking join algorithm for producing immediate 

result in multi-join query plan (extension in 

Adaptive Global Flush Algorithm). This non-

blocking join is differs from previous technique; it 

explores a new approach to flush less memory 

when data arrival rate is slow in order to maximize 

throughput in multi-join query. This non-blocking 

join selects the N amount of data to be flushed to 

disk based on expected contribution of data in 

previous result with least contribution. 

This non-blocking Join distinguishes itself 

from all other non-blocking join algorithm ([3], [4], 

[7], [8] and [9]). in two new aspects: i) This Join 

employs new memory flushing technique, which 

flush N amount of data when memory is full (data 

arrival rate is normal) or flush N/2 amount of data 

when data arrival rate is slow. This Join maximize 

overall query throughput for a multi-join query 

plan predicting the throughput contribution of in-

memory data. ii) This Join employs a new operator 

state manager that has ability to switch any 

operator between joining in-memory data and on-

disk data by considering most beneficial state in 

order to query throughput. Such operator state 

manager does not exist in previous techniques ([3], 

[4] and [7]).  

II. LITERATURE SURVEY 

Various non-blocking join algorithm ([3], [4], 

[7], [8]) uses the symmetric hash join which is the 

most widely used non-blocking join algorithm for 

producing immediate result. These methods based 

on; flush certain percentage of hash buckets to disk 

either individually [3], [8] or in groups [4], [9] 

when memory become full. All of these algorithms 

used symmetric hash join in order to achieve non-

blocking behavior. The main difference between 

them in the flushing algorithm used to free 

memory. 

These techniques focus only on the case of 

single join operator while our proposed Join 

extends with multi-join query plan. The closest 

work to this Join is the state spilling method [7]; 

the only work related with multi-join query plan. 

The main idea of state spilling is to score each hash 

partition based on contribution in past query result 

and to flush hash partition group with the lowest 

score. 

Hash-merge join (HMJ) algorithm is a non-

blocking join algorithm that deals with data items 

from remote sources via unpredictable, slow, bursty 

network traffic. The HMJ algorithm designed with 

two goals: 1) Minimize the time to produce the first 

few results, and (2) produce join results even if the 



© 2014 IJIRT | Volume 1 Issue 9 | ISSN: 2349-6002 

IJIRT 101418 INTERNATIONAL JOURNAL OF INNOVATIVE RESEARCH IN TECHNOLOGY 49 
 

two sources of the join operator occasionally get 

blocked. 

The HMJ algorithm has two phases: The 

hashing phase and the merging phase. The hashing 

phase employs an in-memory hash-based join 

algorithm that produces join results as quickly as 

data arrives. The merging phase is responsible for 

producing join results if the two sources are 

blocked. Both phases of the HMJ algorithm are 

connected via a flushing policy that flushes in-

memory parts into disk storage once the memory is 

exhausted. Experimental results show that HMJ 

combines the advantages of two state-of-the-art 

non-blocking join algorithms (XJoin and 

Progressive Merge Join) while avoiding their 

shortcomings. 

Hash Merge Join (HMJ) [4] main idea is to 

minimize time to produce first few result and 

produce join result if two sources of operator 

already blocked. HMJ consider only single join 

operator. 

Rate based Progressive Join (RPJ) maximizes 

the output rate by optimizing its execution 

according to the characteristics of the join relations. 

RPJ utilizes a novel flushing algorithm which is 

optimal among all possible alternatives (based on 

the same statistics about data distributions, arrival 

patterns, etc.). But RPJ is also considered as single 

join operator. 

This non-blocking join is concluding the 

benefits of all three ([3], [4], [7]) and propose its 

new approach with avoiding drawbacks of these 

techniques. First, this non-blocking Join employ a 

new flushing technique that take both input and 

output characteristics at each join operator which 

helps to predict the contribution of data in hash 

buckets. Second, this non-blocking join employs an 

operator state manager that switches operators in 

between in-memory, on-disk resident data or in 

block state, on the basis of which state is most 

beneficial to produce massive result for efficient 

throughput. 

III. CONCLUSION 

This paper introduces an algorithm to produce 

massive and immediate result in multi-join query 

plan. Algorithm calculate contribution of data in 

overall result and flush least useful data to disk to 

make room for new incoming data in online 

environment. Operator state manager switches 

operator in different states to maximize the overall 

immediate throughput. Experimental result shows 

that our proposed method is more efficient and 

scalable in compare to previous non-locking join 

algorithms when producing immediate and massive 

result. Future work can be done on improving the 

scoring of partition group; which fulfil the aim to 

flush least useful partition. Also estimate optimal 

data arrival rate which will help in order to produce 

efficient and massive result in multi-join query. 
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